Abstract

In this paper, Web service discovery involves the service selection based on parameter-based service extraction and semantic similarity-based matching. In this approach, SWSRS is considered as the Web service Retrieval System. This approach assumes that the web service interfaces are defined in WSDL files. In this approach the similarity evaluation between the two interfaces are evaluated, higher the similarity less are the difference among their interfaces. This work based on the structure of WSDL and Semantic Web documents. The proposed approach incorporates with QOS requirements. However, earlier the QOS based non-functional requirement search has not been addressed. The lack of textual information makes keyword-based search models unable to filter irrelevant search results, and therefore, become very primitive means for effectively discovering web services. Therefore, the proposed approach i.e., SWSRS not only discussed the pertinent web service, it provides the services based on functional and QOS aspects.
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I INTRODUCTION

Web service is a famous implementation of Service Oriented Architecture (SOA). SOA principles such as reusability, discoverability and platform independent that are forced the developer and organizations relying on the web services. Web service is a software component which can be accessed via internet using standard protocols. The protocols such as XML for message exchange, SOAP for communication, Web Service Description Language (WSDL) for describing the services and UDDI for service discovery. The advent of internet and web service which opens a new channel to the client and service providers to publish, locates, discover and access the web services. Due to the proliferation of web services, many service

A. Problem and Motivation

The user allies want to search a CurrencyConverter web service. There are more than 100 web services are available in the internet and ready to satisfy the request, identifying which service will be the best to meet the requirement has become challenge. Furthermore, the requester wants to search a web service whose response time < 200 milliseconds, availability > 99%, the traditional systems will not support the particular search. Therefore QOS based discovery has been introduced.

B. Limitation of Normal Search Engine

Search engine such as Google, Yahoo, AlltheWeb and Baidu are not well filtered for discovering services. Because their retrieval techniques specially developed to obtained pertinent data on web pages and not on web services. Search engines are mainly devoted to web sites. Its syntax and semantic of the search query are designed for web pages, it will not suitable for web services. The metadata content of the web services are very less and the search engines are not able to understand the semantics. The keyword based search are not able to capture the underlying semantics, they may miss some results and return a lot of irrelevant results. In order to investigate for a single operation usually needs several steps. Therefore it is difficult for the service providers to give a relevant result for the user search query. It will be very difficult for the consumer to find the web services which will be changed in future. If any changes will be done to the services then service consumer again have to repeat the discovery process to find the appropriate services.

C. Limitation of Keyword Search

The keyword based text document search is an intuitive approach. In IR community, document matching and classification is a long-standing topic and widely use
in most search engines. Due to the fact that the great success of search engines promotes the Web-related search very much, it might be a natural idea to employ the current search techniques for similar Web service discovery SWSRS is totally different from normal search engine as SWSRS purely based on web service results. The efficiency of search results produced by this work is more and search results are accurate and desired as per the user requirements. The need of aforementioned approach dealing with the Web service discovery processes. However, the QOS non-functional requirement search has not addressed. Therefore, the proposed system i.e., SWSRS not only discussed the pertinent web service which provides the services based on its performance.

D. Quality of Web Services (QWS)

QWS is the significant differentiator among the competing implementation. A client can search a web service according to non-functional requirements. A client can search and web service based on its scalability such as response time, throughput etc. The proposed system consisting response time, throughput, reliability, availability are taken as major parameters for evaluating the performance of the web services. The qualities of services involve response time, throughput, availability and reliability. The various values of QWS are normalized and utility score value is calculated for each service. The QOS attributes such as response time, throughput, reliability and availability are taken as major parameters. The response time is the time taken to send a request and receive a response. Throughput is the Total number of invocations for a given period of time. Reliability denotes the ratio of the number of error messages to total messages. Availability defines the number of successful invocations/total invocations.

II RELATED WORKS

Web service substitution can be performed both at design time and at runtime and might occur, for instance, in case of Web service failures, or in case of Web service is unreachable. It is difficult for an enterprise user to dynamically invoke the most appropriate Web Service among a series of services with the same function. Tree representation and nested comparison enough information to establish a connection with a Web service, this specification lacks details on the real goal of the whole Web service and the constituting operations as well. J.Garofalakis et al. [3] proposed Web Service descriptions that may have been previously unknown, which meet the criteria expressed by the service requestor. The related works give the general overview of current web service discovery mechanisms and propose a categorization with respect to architectures, standards, QoS awareness, and data models. It was lacking behind to give the detail about the retrieval algorithms. E. Stroulia and Y. Wang et al. [4] this approach does not take into account the number of operations and parameters.

Xuanzhe Liu et al. [7] proposed architecture for web service discovery during which is based on agglomerative clustering algorithm. The search is based on input and output operation. This related work provides simpler and more efficient Web service discovery, which may align the requirements of the user-centric Web environment. It supports the users to search by typing “input” and “output” Operations. UDDI is mainly based on keyword search, which may bring several irrelevant results so that the consumers have to do the “view-select-request” process several times. Once the desired service is not available in UDDI, the consumer has to restart the discovery process.

The lack of textual information makes keyword-based search models unable to filter irrelevant search results, and therefore, become very primitive means for effectively discovering web services. Web services contain much more complex structure with very little text description. Therefore it makes the dependency on information basic retrieval techniques very infeasible. The existing systems text document search approaches are insufficient in the Web service environment.

The problem of automatically matching schemas investigates the clues of underlying semantics from the schema structure and suggests the matches based on them. In Current WSDL the information about the retrieval of software components is not available. For constructing ontology as a semantic one for a large number of distributed Web services is really not easy. Ontology for manual annotation requires that the annotator have some skills in ontology engineering which is a quite high requirement for normal consumers.

Pierluigi Plebani and Barbara Pernici et al. [2] proposed an architecture called URBE (UDDI Registry By Example) for Web service discovery. In URBE, Quality and negotiation matchmaking represent, at this stage, the biggest open issues and about the functional matchmaking is matter of computation time. Web service registry managing should be deeply investigated as well and Semantic based approaches suffer of the need of services semantically described. Web services retrieval must be, first of all, usable! The problem in [1] is that all services will be discovered even the requester may not aware of irrelevant services.

III PROPOSED METHODS AND ALGORITHMS USED

A. Collection of WSDL Documents

OWL-S Service Retrieval Test Collection version 3.0 consists of 10073 indexed OWL-S services from the following 7 domains such as education, medical care, food, travel, communication, economy and weapon. OWLS-TC is available at semwebcentral.org :http://projects.semwebcentral.org/projects/owlstc/. The web services are retrieved from various sources such as www.xmethod.net, www.ceekda.com, and www.webserviceclient.com. The WSDL documents are automatically created once the web service has been created. SAWSDL descriptions are obtained adding
annotations to the WSDL previously derived from OWL-S files.

Fig. 3. Automatic Discovery of Semantic Web Services

B. Refinement of WSDL Documents

The collected WSDL files are stored. The WSDL viewer can be used to analyze the WSDL structure. The WSDL elements can be viewed in detail and clearly. The WSDL viewer can also be used to extract the WSDL elements such as portType, operation, input/output parameters. The extracted WSDL elements are stored in the service pool of SWSRS. SWSRS focuses on the WSDL elements such as portType, operations and input/output parameters. So these elements are stored in the table of service pool. The tokenization is the process of splitting up character of strings into list of words or terms. The terms resulting from the tokenization are stemmed. It involves removal of prefix and suffix using stemming algorithm.

C. Semantic WSDL Structure Matching

The semantic WSDL structure matching algorithm is an extension to it. It also tries to find an optimal mapping between source and target service components based both on the similarity of their syntactic structures and also the semantic similarity between the identifiers of data types, operations and services to assess service similarities. The intuition behind it is that the chosen names of the types, operations, and services usually reflect the semantics of the underlying capabilities of the service. The identifier-matching process is similar to that of the original WSDL structure matching. It starts by comparing the names of the data types (identifiers) involved in the two WSDL specifications. The result of this step is a matrix assessing the matching scores of all pair-wise combinations of source and target data-types. The next step in the process is the matching of the service operations. The result of this step is a matrix assessing the matching scores of all pair-wise combinations of source and target operations. The degree to which two operations are similar is decided on the semantic distance between operations' names and how similar their parameter lists are, in terms of the identifiers they contain. Finally, the overall score for how well the two services match is computed by matching the services' names and by identifying the pair-wise correspondence of their operations that maximizes the sum total of the matching scores of the individual pairs.

If two words are identical or synonymous (regardless of words' senses), they are assigned a maximum score of 10 and 8 respectively. Otherwise, if two words are in a hierarchical semantic relation, i.e. they are hypernyms, hyponyms or siblings to each other we count the number of semantic links between these words along their shortest path in WordNet hierarchy. The identifier-similarity score between two such terms is calculated by dividing 6 by the number of links found between them. Thus, the term-similarity score is a function of the terms' semantic distance in the WordNet hierarchy: terms that are farther away from each other have smaller similarity scores than terms that are located closer to each other in WordNet. Similar to the WordNet-based information-retrieval step, word senses are not disambiguated.

D. Semantic Categorization of Web Services

The Service Categorization refers to an entry in some ontology or taxonomy of services. The value of the property is an instance of the class ServiceCategory. ServiceCategory describes categories of services on the bases of some classification that may be outside OWL-S and possibly outside OWL. Service Parameter is an expandable list of properties that may accompany a profile description. The value of the property is an instance of the class ServiceParameter. OWL-S is ontology, within the OWL-based framework of the Semantic Web, for describing Web services. The Semantic Web provides a common framework that allows data to be shared and reused across application, enterprise, and community boundaries. OWL-S will help make the Semantic Web a place where people can not only find information but also get things done.
IV SWSRS SIMILARITY EVALUATION

A. Name Similarity evaluation

The related words are considered to be the similar words. The Ontology can be built by the Domain experts and also analyzing the terms in the Web Services published in the registry. Domain-specific ontology offers more accuracy in the relationship of the terms. It includes terms related to a given application domain. The goRankOntology (http://www.gorank.com/seotools/ontology/) lookup tool checks the top 1000 Google results for the keyword by running related word query.

Fig. 5. Terms matching based on ontology

The domain-specific ontology includes terms related to a given application domain.

B. Data Type Similarity Function

In a WSDL description, data types are expressed by XML Schema Definition (XSD) specifications. Simple data types (e.g., xsd:string, xsd:decimal, and xsd:dateTime) as well as derived data types (e.g., xsd:integer, xsd:short, and xsd:byte) are included. The function dataTypeSim: {dtq; dtp}  [0…1] calculates the similarity between two data types.

C. Web Service Similarity Function fSim

PortType Name Maximum Similarity Evaluation:

It involves the portType name similarity between two Web Services which is extracted from WSDL.

\[ \text{max } \operatorname{Sim}(WS_1, PT, WS_2, PT) = \frac{(\text{sum of max SimVal between tokens})}{(\text{number of tokens in } WS_1, PT)} \]

Where,

- \( WS_1, PT \) (or) \( PT \) – First Web service portType (e.g. CurrencyWS).
- \( WS_2, PT \) (or) \( PT \) – Second Web service portType (e.g. ExchangeRate).

As per the Fig. 7. mentioned above, \( \operatorname{Sim}(WS_1, PT, WS_2, PT) = 0.8 \)

Operation Name Maximum Similarity Evaluation:

It involves the operation name similarity between two Web Services which is extracted from WSDL.

\[ \text{max } \operatorname{Sim}(WS_1, OP, WS_2, OP) = \frac{(\text{sum of max SimVal between the operation tokens})}{(\text{number of tokens in } WS_1, OP)} \]

Where,

- \( WS_1, OP \) (or) \( OP \) – List of operation in first Web service (e.g. CurrencyWS).
- \( WS_2, OP \) (or) \( OP \) – List of operation in second Web service (e.g. ExchangeRate).

As per the Fig. 7. mentioned above, \( \operatorname{Sim}(WS_1, OP, WS_2, OP) = 1.0 \)

Input Name and Type Maximum Similarity Evaluation:

It involves the input name similarity between two Web Services which is extracted from WSDL.

\[ \text{max } \operatorname{Sim}(WS_1, Inp., WS_2, Inp.) = \frac{(\text{sum of max SimVal between the tokens})}{(\text{number of tokens in } WS_1, Inp.)} \]

Where,

- \( WS_1, Inp. \) – List of input in first Web service (e.g. CurrencyWS).
- \( WS_2, Inp. \) – List of input in second Web service (e.g. ExchangeRate).

As per the Fig. 7. mentioned above, \( \operatorname{Sim}(WS_1, Inp., WS_2, Inp.) = 1.0 \)

Output Type Maximum Similarity Evaluation:

It involves the output type similarity between two Web Services which is extracted from WSDL. Similarly, the output datatype can be evaluated as mentioned above.

\[ \text{max } \operatorname{Sim}(WS_1, Out., WS_2, Out.) = 1.0 \]
**D. Similarity Evaluation Algorithm**

This work follows the algorithm given below. With \( \sum \{ \alpha_p \} \) which represent the Web service registry, in which the interfaces of all the available services are published. Thus, \( \alpha_p \) identifies a generic published Web service interface. This work returns \( \sum \{ \alpha_q \} \) as the set of Web services interfaces included in the registry which are similar to the query. Thus, according to a query-by-example approach, the user defines the characteristics of the desired Web service in the same way as the published ones.

- \( fSim = \) similarity degree between two Web services whose value ranges from \([0...1]\).

- The \( fSim \) function relies on two main functions:
  - Name similarity function
  - Data type similarity function

**V. RESULTS AND PERFORMANCE ANALYSIS**

**A. Experimental Results**

The web services are retrieved from various sources such as www.xmethod.net, www.ceekda.com, and www.webserviceclient.com. More than 2500 real world web services are taken for experiments. More than 25000 operations are extracted from the WSDL documents. More than 100000 datatypes of input/output parameters are compared. For example more than 15 currency converter services are taken for evaluating the similarity among the cluster of currency converter services.
Each QoS criteria will be transformed into real value between 0. \( \min kQ \) and \( \max kQ \) represent maximum and minimum value of k th criteria of a web service.

If the QoS value is positive the utility value also increasing direction (reliability, availability), if the QoS value is negative, the utility value is in a increased direction (response time, throughput).

\[
(q)_\text{max} = \begin{cases} 
\max_{r \in S} q_i(s) & \text{if } Q_i \in QoS^{Positive} \\
(q)_r & \text{if } Q_i \in QoS^{Negative}
\end{cases}
\]

\[
(q)_\text{min} = \begin{cases} 
\min_{r \in S} q_i(s) & \text{if } Q_i \in QoS^{Positive} \\
(q)_r & \text{if } Q_i \in QoS^{Negative}
\end{cases}
\]

\[
Utility_i(q_i) = \begin{cases} 
\frac{q_i - (q)_{\min}}{(q)_{\max} - (q)_{\min}} & \text{if } Q_i \in QoS^{Positive} \\
\frac{(q)_r - (q)_{\max}}{(q)_{\max} - (q)_{\min}} & \text{if } Q_i \in QoS^{Negative} \\
1 & \text{if } (q)_\text{max} - (q)_{\min}
\end{cases}
\]

Now the Quality matrix Q is transformed into:

\[
\begin{pmatrix}
q_1,1 & q_1,2 & \ldots & q_1,t \\
q_2,1 & q_2,2 & \ldots & q_2,t \\
\vdots & \vdots & \ddots & \vdots \\
q_s,1 & q_s,2 & \ldots & q_s,t
\end{pmatrix}
\]
over a larger set of Web services the performance of the algorithm and its semantic extension are evaluated and compared with related approaches. Precision and recall are measures for the entire result set without considering the ranking order.

\[
\text{Precision } (P) = \frac{\{ \alpha_i \in \sum \alpha_q \mid \alpha_i \in \mathcal{R}_{aq} \}}{\sum \alpha_q}
\]

(or) \[
\text{Precision } (P) = \frac{A}{A + B}
\]

\[
\text{Recall } (R) = \frac{\{ \alpha_i \in \sum \alpha_q \mid \alpha_i \in \mathcal{R}_{aq} \}}{\mathcal{R}_{aq}}
\]

(or) \[
\text{Recall } (R) = \frac{A}{A + C}
\]

Where \( \alpha_q \) is the query, \( \sum \alpha_q \) the returned services after submitting the query, and \( \mathcal{R}_{aq} \) is the relevant services for the given query. Precision and recall are measures for the entire result set without considering the ranking order. In Recall, \( A \) stands for the number of returned relevant operations, \( B \) stands for the number of lost relevant operations, and \( A + B \) stands for the total number of relevant operations. In precision, where \( A \) stands for the number of returned relevant operations, \( C \) stands for the number of irrelevant operations.

Fig. 10. PortType similarity (WPTSim) graph.

The Fig. 11. mention the operation name similarity. The operations in various services are extracted and compare with the other operations among the cluster of currency converter web services. The x-axis represents the list of currency converter web services and y-axis represents the operation name similarity.

Fig. 11. Operation Name Similarity (WOpNameSim) graph.

Fig. 12. Comparison graph for Keyword and Operation search

The above Fig. 12. represents the comparison of the searched results of keyword and operation search. As per the overall search results of operation search precision is high as compared to keyword search. The search results will be ordered or listed by the QWS values.

VI CONCLUSION

In this work, SWSRS is represented as an approach for evaluating the similarity between Web service interfaces for substitutability purposes. The Web service requestor, after querying for the desired Web service a list of similar Web services will be listed out based on functional and QoS Evaluation. The evaluation of the similarity between Web services considers the structure of a WSDL description. The semantic analysis takes into account the names adopted to describe the elements composing a Web service (operations and parameters), whereas the structure analysis takes into account the number of operations as well as the number and data types of the parameters. This approach involves the service selection based on parameter-based service extraction and semantic similarity-based matching. The future work will focus on improving performance in terms of execution time. About the functional matchmaking is matter of computation time as Web service registry managing should be deeply investigated as well.
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