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Abstract
Now-a-days security is the main problem to transmit the information from one place to another. Hackers try to get the information which is to be secured. So these attacks will be a problems for us and also a challenge. So there is need to provide the security for the information between different systems or networks. Hence for this Secure Hash Algorithm is introduced. Secure Hash Algorithm is the most widely used Hash function in the world. This is one of the cryptographic algorithm which is mainly used for security based applications. This algorithm provides the best security i.e., a message digest of size n produces a collision with a work factor of approximately 2^n/2. The algorithm takes the arbitrary length message as plain text and produces a fixed length message digest (Hash code) as cipher text. The algorithm has several functional blocks like compression function, round calculation etc. The round calculations in the SHA constitute several processing steps. These steps will be processed in a sequential manner. Because of sequential processing the time taken to compute round calculation will be more. So in order to reduce the computation time required for round calculation, instead of using sequential process here parallel process mechanism is applied. This will reduce the computation time for round calculation and hence increased the speed of operation the algorithm. Finally we compare the computation time for this algorithm with the existing one. Here the algorithm concept is implementing on sparton3 FPGA kit by using Verilog HDL.

1. Introduction
Cryptography is the art of protecting information by transforming it (encrypting it) into an unreadable format, called cipher text. Only those who possess a secret key can decipher (or decrypt) the message into plain text. Where cryptanalysis is a study used to break Encrypted messages, also called code breaking, anyways modern cryptography techniques are virtually unbreakable. Cryptology is the study of secure communications, which contains both cryptology and cryptanalysis. Modern cryptography is heavily based on mathematical theory and computer science practice. Encryption was used to ensure secrecy in communications, such as those of military leaders, and diplomats. In recent decades, the field has expanded beyond confidentiality concerns to include techniques for message integrity checking, sender/receiver identity authentication, digital signatures, interactive proofs and secure computation, among others.

Cryptography Techniques:
The basic Techniques of cryptography are
A) Symmetric key
B) Asymmetric (public) key systems
C) Cryptographic hash functions.

The strength of a crypto system is directly related to the length of the key. This assumes that there is no inherent weakness in the algorithm and that the keys are chosen in a way that fully utilizes the key space (the number of possible keys).

A) Symmetric key:
Symmetric key algorithm uses the same key to encrypt and decrypt data. Some common symmetric key algorithms are the Data Encryption Standard (DES), Triple DES, Blowfish and the Advanced Encryption Standard (AES). DES is ineffective because it uses a 64-bit key and has been broken. the main advantage of symmetric key cryptography is speed. The main problems with this system are key distribution and scalability. Keys need to be distributed securely, and each secure channel needs a separate key. Symmetric key systems provide confidentiality but do not provide authenticity of the message, and the sender can deny having sent the message.

B) Asymmetric key:
Asymmetric (public) key algorithm uses a pair of mathematically related keys. Each key can be used to encrypt or decrypt. However, a key can only decrypt a message that has been encrypted by the related key. The key pair is called the public/private key pair. Some common public key systems are Rivest-Shamir-Adelman (RSA), Diffe-Hellman and Digital Signature Standard (DSS). Asymmetric key systems solve the key distribution and scalability problems associated with symmetric systems. Asymmetric key systems provide a greater range of security services than symmetric
systems. They provide for confidentiality, authenticity and non repudiation. The main problem with these systems is speed. It takes significantly more computer resources to encrypt and decrypt with asymmetric systems than symmetric ones.

C) Cryptographic hash functions:
Cryptographic hash functions take a message of arbitrary length and compute a fixed signature, often called a message digest, for the message. This can be done for a file, e-mail message or your entire hard-drive image. The main properties of these functions are that it is difficult to find different files that produce the same digest and that the function is one-way. Therefore, it is not computationally feasible to recover a message given its digest. Two common examples of hash functions are the Secure Hash Algorithm (SHA), commonly SHA-1, and Message-Digest algorithm 5 (MD5). SHA-1 is used in many common security applications including SSL, TLS, S/MIME and IPSec. MD5 is generally used to create a digital fingerprint for verifying file integrity.

2. SHA Operation
The Secure Hash Algorithm (SHA) was developed by the National Institute of Standards and Technology (NIST) and published as a federal information processing standard (FIPS 180) in 1993; a revised version was issued as FIPS 180-1 in 1995 and is generally referred to as SHA-1.

In 2002, NIST produced a revised version of the standard, FIPS 180-2, that defined three new versions of SHA, with hash value lengths of 256, 384, and 512 bits, known as SHA-256, SHA-384, and SHA-512. These new versions have the same underlying structure and use the same types of modular arithmetic and logical binary operations as SHA-1, hence analyses should be similar. In 2005, NIST announced the intention to phase out approval of SHA-1 and move to a reliance on the other SHA. It is based on the hash function MD4 and its design closely models MD4. SHA-1 produces a hash value of 160 bits. In 2005, a research team described an attack in which two separate messages could be found that deliver the same SHA-1 hash using 2^69 operations, far fewer than the 2^80 operations previously thought needed to find a collision with an SHA-1 hash [WANG05]. This result should hasten the transition to newer, longer versions of SHA.

SHA is an one-way hash function algorithm that turns messages or text into a fixed string of digits, usually for security or data management purposes. The "one way" means that it's nearly impossible to derive the original text from the string. A one-way hash function is used to create digital signatures, which in turn identify and authenticate the sender and message of a digitally distributed message.

A) Hash Algorithm Structure:

![Fig 1: General Structure of Secure Hash Code.](image1)

**SHA-1:**
SHA-1 follows the structure depicted in following Figure.

![Fig 2: Message digest generation using SHA-1.](image2)

**Fig 3: SHA-1 processing of a single 512-bit block.**
The processing consists of the following steps:
• Step 1: Append padding bits
• Step 2: Append length
• Step 3: Initialize hash buffer
• Step 4: Process the message in 512-bit (32-word) blocks, which forms the heart of the algorithm
• Step 5: Output the final state value as the resulting hash

B) SHA-1 Compression Function:
The SHA-1 Compression Function is the heart of the algorithm. In this Step 4, it processes the message in 512-bit (32-word) blocks, using a module that consists of 80 rounds. Each round takes as input the 160-bit buffer value, and updates the contents of the buffer. Each round t makes use of a 32-bit value Wt derived using a message schedule from the current 512-bit block being processed. Each round also makes use of an additive constant Kt, based on the fractional parts of the cube roots of the first eighty prime numbers. The output of the eighteenth round is added to the input to the first round to produce the final hash value for this message block, which forms the input to the next iteration of this compression function, as shown on the previous slide.

C) SHA-1 Round Function:

Fig 4: Elementary SHA-1 operations (single round).

Fig 5: Derivation of Wt for t.[0,15]

Fig 6: Derivation of Wt for t.[16,79]

The algorithm consists of 80 steps.
Let t denote the index of a step i.e, 0≤t≤79.
First a 32-bit message block Wt is derived for every step t from the 512-bit message block Mj using a message schedule.
For t<16, Wt is simply the ith 32-bit word of Mj
When t≥16, Wt are derived recursively with the following formula
Wt=(Wt-3+Wt-8+Wt-14+Wt-16)n1(s)
n denotes circular shift to the left by s bits &
+ is a logical xor operation
+ = addition modulo 2^32
Kt = a 32-bit additive constant
Wt = a 32-bit word derived from the current 512-bit input block.

3. High Speed Architecture

SHA is a one way hash function. This type of one way hash functions mainly used in digital signatures, Authentication. Now a days in many applications we are adding passwords to secure our data. Now a days hardware security using a password lock also widely used. In all these cases authentication is required. The password which we are providing while unlocking must be matched with the predefined password. If the password is encrypted and stored as a message digest, The password which we are supplying at the time of
unlocking also be encrypted with the same algorithm and the digest produced must be matched with the previous digest. In order to speed up the authentication here is an architecture for Secured Hash Algorithms. To get the output message digest from the Secure Hash Algorithm, we need to follow some processing steps like splitting the available arbitrary message in 512-bit block, append padding bits, length bits and initialize the Hash Buffer Value etc... In the SHA-1 compression function, totally there are 80 round calculations. In each round calculation, there are several operations like shift, OR, AND, exclusive-OR etc. So far we follow sequential process for updating the Hash Buffer Registers & for computing the round calculations in the SHA round calculation process. Now in the High Speed Architecture, instead of using sequential process we use parallel process mechanism by posting the initial buffer values in to the additionally used buffer registers. By employing parallel process mechanism, the computation time required for round calculation will be extensively decreased, and hence the speed of operation of the SHA will be greatly improved. This algorithm may be very useful in the upcoming feature whenever High Speed operation required.

4. HDL Implementation

For these modifications are specially designed to counter the above mentioned problems. In the implementation of Modified Secured Hash Algorithm Scheme complete module is described using Verilog HDL. In order to speed up the algorithm execution parallel architectures are used for different round functions. Because of the parallel architecture all the round functions execute simultaneously. There by the Secured Hash Algorithm execute very fast.

5. Simulation Results

Overall architecture is described using VHDL language and is simulated using Xilinx ISE simulation environment. Original plain text that is to be encrypted is supplied to the encryptor block using Datain input port. That input data is encrypted using SHA algorithm by using some secured Keys. After Eighty rounds of execution message digest produced. Simulation results shown in figure 10 are for the message APPLE. After encrypting the string APPLE the message digest “254698546” is generated. For a very small change in the original message it is observed a great change in the message digest. Instead of APPLE if APPLF is supplied as original text corresponding message digest generated is “15680145”.

![Fig 7: Simulation results showing authenticated.](image)

Complete system is described with Verilog HDL. Xilinx ISE project navigator is used as HDL editor and ISE simulator is used for simulation. Figure 7 shows the ISE simulation results. When a test input is applied for the design the test bench it was checking for a message digest. When the digest is matched with the expected then it is said to be authenticated.
Fig 8: Simulation results showing authentication failed.

Figure 8 shows the Xilinx ISE simulation results when the test input is different from the original input. Only first character is changed by only one bit. But the message digest is completely different from the expected. In Figure 8 the error log is highlighted, showing message digest is completely different from the expected.

6. Conclusion:

In this Secured Hash Algorithm, for a very small change in the original message a great change in the message digest is observed. Simulation results show even a one bit change in the original message input there was be a great change in the message digest is observed. Because of the high speed architecture the message digest is generated within a very short time. Because of the very fast message digest generation the authentication process also completes in a fast manner. This high speed architecture can be applied to email authentication, Hardware locks and also for digital signatures. By including pipelining technique this encryption process speed further improved.
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