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Abstract — Automated Guided Vehicle (AGV) is the future drift that provides unmanned transportation - that transports all kind of products without human intervention within production, logistic, warehouse and distribution environments. In existing work, the input given to the system is the whole map of the sector which needs larger memory along with increase in execution time. In order to overcome these limitations the proposed work has a key feature of AGV in which they can operate as a standalone system with higher efficiency. The proposed work has a predominant feature of AGV that is being implemented using Multi-storage path algorithm for navigation and A* algorithm used for path selection in case of an obstacle on its navigation path. The A* algorithm is considered as its execution time is much faster than the previous algorithm for selecting an alternative path. The structural features are emphasized using Gazebo simulator in ROS platform. The obtained Automated Guided Vehicle is being controlled using Wifi that facilitates and makes it ease of controlling over long distance.

I. INTRODUCTION

The Automated Guided Vehicle (AGV) is used in most of the manufacturing systems for loading and unloading the materials. The main usage of AGV is for dispatching the goods from one location to another with greater ease. The AGV can tow objects behind in trailers to which they can autonomously attach. Such trailers are utilized to move raw materials or finished product. Earlier this was done completely by human effort which was not that efficient. The human work has been replaced by the usage of Line followers[1]. The line followers have been classified into major types based on their utility. Wired line follower in which a slot is being made on to the floor and a wire is placed along which the AGV follows using the sensor that detects the relative positioning of the radio signal. The main disadvantage of wired line follower is that the installation becomes very tedious in case of dynamic industries. The Wired Line followers[2] are restored by Guided Tape[3] in which the AGV’s use tapes for the guide path. These tapes are of two types: magnetic or colored The AGV is fitted with the apt guide sensors that are used to follow the path of the tape. The advantage of guided tapes over wired guidance is that it can be easily removed and relocated. A flexible magnetic bar[4] can be embedded in the floor, like a wire - but works similar to the provision as magnetic tape and so remains unpowered or passive. Another benefit of magnetic guide tape is the double polarity. Small pieces of magnetic tape may be placed to change states of the AGC (Automated Guided control) based on polarity and sequence of the tags. The Guided Tape is though its initially a smaller amount, but lack the advantage of being embedded in high traffic areas in which the tape become damaged or dirty.

The next to the Guided Path its Laser target navigation[5] in which routing is made by mounting reflective tape on walls, pole or fixed equipment. The AGV carries a laser transceivers on a rotating turret using which the angle and distance to any reflectors that in line of sight are automatically calculated. This data is compared to the map of the reflector layout stored in the AGV’s memory and attains the required navigation. The demerit of Laser Target navigation is that it produces greater overheads and requires more system maintenance.

Currently in the world of consumer society, where the corporations which are seeking to improve work efficiency, minimize the cost of human operators in logistics, and also bring the production cycle time down, make an accurate utilization of robots can promote the operation of the working process by simplifying it to greater extent. Such progress is rendered by Automated guided vehicle (AGV) a type of mobile vehicle that works without human intervention. Compared to the previous trends the navigation in AGVs more often than not use signal paths[6], lane paths or beacons. The AGV’s are completed by the usage of sensors for navigation is optical sensors, magnetic sensors, laser scanner. Modern AGV differ from the conventional ones, instead of using fixed paths many modern AGVs are free-ranging[7]. Thus their preferred tracks are software programmed, and can be changed fairly easy when new stations or flows are supplemented. While moving the vehicles it is necessary to ensure the safety of the environment[8], personnel are taken care by the vehicle itself. The safety is ensured by the process of sensors that detect obstacles and approaching danger in their path. This paper proposes a method of AGV navigation which is constructed using ATMEGA 328 controller used for controlling and coordinating all the peripherals. The motion of AGV is obtained using 4-servo motors which are driven by 2 motor drivers. Separate EEPROM memory module is being used for storing the inputs. The AGV is controlled using a Bluetooth module. This paper is organized as follows: The AGV system description is presented in Section II. Section III explains the path re-planning in presence of any obstacle. The Simulation and Experimental analysis are shown in Section IV. The paper is summarized with a conclusion in Section V.
II. SYSTEM DESCRIPTION

The AGV constructed by ARDUINO board which is represented in Figure 1

Atmel®AVR®Atmega 328 in proposed AGV has a low power CMOS 8-bit microcontroller based on the AVR RISC architecture. They are capable of executing powerful instructions in a single clock cycle; the Atmega328 achieves throughputs approaching 1 MIPS per MHz, which allows the system designed to optimize power consumption as well as processing speed. They posses 14 digital input/output pins in which 6 can be utilized as PWM outputs 6 analog inputs, a 16 MHz quartz crystal, a USB slot, a power jack, an ICSP header along with a reset button. They provide everything that is required to connect with a PC for inter-communication[9]. The board can be powered either using a AC-to-DC adapter or with the USB port or using a battery. The navigation of AGV is obtained using DC motors which are connected to the controller using an interface of motor driver. The L293D motor driver is used which facilitates AGV navigation with ease. The L293D pin diagram is represented in Figure 2.

The data are stored into the EEPROM module. There is a need for additional EEPROM module as the EEPROM storage in Arduino is not appreciable[10]. The data is fetched in such a way that they are executed in either ways – top to bottom or bottom to top fashion. But as it’s required to execute in both ways the programming is made for dual execution. The usage of EEPROM takes a vital part in AGV. Taking up the advantage of EPROM (non volatile), the robot can retain and progress with their current execution even when the system comes back to the powered state after a period of power loss at crisis conditions.

Another important feature that is used for controlling the AGV is the Bluetooth Module. The usages of mobile phones have increased to a greater extent. Thus it would be very simpler in case of controlling systems through phones. One such feature is enabled using the Bluetooth module[11]. They enable us to control the AGV in different states from our place within the working sector (ought to be within visible range of 10m). The Bluetooth module is represented in Figure 4. They posses 4 pins in which VCC – is used for powering the module, along with TX – for transmitting and RX – for receiving and along with that VSS – for grounding purpose. All the components are arranged as shown in the Figure and thus the AGV navigation is made possible.

III. PROPOSED ALGORITHMS

A. NAVIGATION

The navigation is achieved using wireless by controlling the AGV using Bluetooth/Wifi. The Dijkstra algorithm is used so as to get the shortest distance in the given path.

<table>
<thead>
<tr>
<th>TABLE 1 Flow of the algorithm for AGV</th>
</tr>
</thead>
<tbody>
<tr>
<td>Finding the shortest path</td>
</tr>
<tr>
<td>• Using Dijkstra algorithm</td>
</tr>
<tr>
<td>Order of preference is arranged</td>
</tr>
<tr>
<td>• Multiple path storage algorithm</td>
</tr>
<tr>
<td>In case of obstacle</td>
</tr>
<tr>
<td>• A* algorithm</td>
</tr>
</tbody>
</table>

Starting point is called as initial node. Let the distance of node Y be the distance from the preliminary node to Y. Dijkstra’s algorithm will allocate some initial distance values and will try to improve them step by step.
1. Allot to every node a tentative distance value put it to zero for our initial node and to perpetuity for all other nodes.

2. Put the initial node as current. Blot all other nodes unvisited. Make a set of all the unvisited nodes called the unvisited set.

3. For the current node, regard as all of its unvisited neighbors and calculate their tentative distances. Evaluate the recently calculated uncertain distance to the current assigned value and assign the smaller one. For example, if the current node A is marked with a space of 3, and the rim connecting it with a neighbor B has length 2, then the distance to B (through A) will be 3 + 2 = 5. If B was previously distinct with a distance greater than 5 then change it to 5. Otherwise, carry on with the existing value.

4. Mark the existing node as visited and take out it from the unvisited set. A visited node will never be checked again.

5. If the destination node has been marked visited (when setting up a way between two precise nodes) or if the least tentative distance among the nodes in the unvisited set is infinity (when planning a whole traversal; occurs when there is no association between the initial node and outstanding unvisited nodes), then stop. The algorithm has over and done with.

6. Or else, choose the unvisited node that is marked with the least tentative distance, set it as the new "present node", and return to step 3.

IV. PATH REPLANNING

The need for path re-planning is as in the case of any obstacles that arises in the path of the AGV. Consider a path ‘A’ in which the AGV is traversing, if the path is obstacle free then AGV moves without and interventions and reaches the destination as per the program. But as in case of any obstacle is seen in the path of AGV towards the destination path then there arises a problem. Such obstacles can be sensed using the ultrasonic sensors. The ultrasonic sensor is represented using the Figure 3.

As considered before in case of any obstacle in the path ‘A’ subsequently its necessary to take up a new path for the completion of job. In order to achieve that instead of feeding the complete map of the place the multiple path storage can be used. In this as an initial step the shortest path to the destination is found in the ascending order using any best shortest path algorithm. The path replanning is represented using the Figure 3.

Then the dry run is made for the entire shortest path that was found using the algorithm. After which in case of any obstacle in the path ‘A’ which is considered to be the shortest path, then the second shortest path is taken and thus the destination is reached without any interventions. As a future work this can be extended for controlling AGV over internet in which the controlling capability is extended to a greater distance. This can be used in the case of large area.

The path selection is done using the A* algorithm. The A* algorithm is executed in such a way that it calculates the shortest path whose result is much better than the conventional Dijkstra algorithm. In A* algorithm,

\[
f(n) = g(n) + h(n)
\]

\[
h(n) \leq d(m,n) + h(m) , d(m,n) \rightarrow \text{nodes}
\]

The above equation is used in which h(n) is the heuristic value and g(n) is the actual distance. According to the A* algorithm in case of any contradiction between the Dijkstra algorithm and A* algorithm arises then the value of the latter is considered because of its precise result. And on that case they create a virtual obstacle on the navigation path and proceeds with the shortest distance that is given by A* algorithm.
V. SIMULATION AND RESULTS

The simulation is obtained using two simulators on different Operating Systems. The results are obtained by executing the code for AGV in either direction. This is executed in a series manner which follows progressive steps. The input data is being given to the EEPROM for the first time. The process of feeding the input to the EEPROM is called as Dry run. The dry run means that the data is given and the first time configuration is performed. After the dry run process the data must be read from the EEPROM. The data fetching from the EEPROM must be performed in either ways

a) In forward direction
b) In reverse direction

The need for the forward direction is to traverse from the source to the destination in the given path using its appropriate algorithm. This literally means that the navigation of AGV is to obtained from the source to the destination (forward direction). As the forward direction execution is performed it has to be proceeded with the reverse direction. The word reverse direction refers to the traversing of AGV from destination to the source. The reverse direction execution is performed by FREE RUN. The Free run refers to the execution of the dry run in either direction. As the first time configuration (dry run) is done, the free run is performed that enables both side navigation from source to destination and vice versa.

The pictorial structure of the constructed robot is seen using the Gazebo simulator. Using the gazebo simulator the structure of the bot is obtained.

As an initial step the base of the bot is obtained in gazebo on the Ubuntu linux platform.

The basic work of the constructed bot is to navigate from the source to destination. The above fig 5 shows that the bot is traversing on a basic structural arena for executing the navigation.

Secondarily, whenever an obstacle is seen on the pathway of the navigation the bot should get halted and should make over its decision to attain their next shortest distance. This is obtained by the fig 6 that takes up an alternative path in case of any obstacle on its navigation pathway. The bot that is being navigated on its initial level is free of various hurdles. Thus, the navigation path is limited by creating a maze like feature on which the navigation of AGV has to be taken from source to destination on the given arena.

The fig 7 represents the robot being executed on the given maze.
On the same maze an obstacle is introduced because of which AGV takes an alternative path. This is represented by the fig 8

As in case of any contradiction between the Dijkstra’s algorithm and A* algorithm for retaining the shortest path, according to the proposed design the system follows up the results of A* algorithm as its outcome is more precise. And thus in this scenario the AGV takes the next least distance path by creating a virtual object on its second least distance path during its navigation. This is represented in the fig 9

TABLE 2 COMPARISON TABLE BETWEEN THE EXISTING AND PROPOSED

<table>
<thead>
<tr>
<th>PERFORMANCE METRIC</th>
<th>AVERAGE VALUE</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>DECENTRALIZED ALGORITHM</td>
</tr>
<tr>
<td>SHORTEST PATH</td>
<td>1.5m</td>
</tr>
<tr>
<td>TRAVELLED PATH</td>
<td>2m</td>
</tr>
<tr>
<td>MINIMAL EXECUTION TIME</td>
<td>198.09s</td>
</tr>
<tr>
<td>TOTAL TIME</td>
<td>220.38s</td>
</tr>
</tbody>
</table>

VI. CONCLUSION

This paper proposed Multiple path algorithm that are used for path replanning in case of an obstacle present in the path of AGV. This algorithm serves well in both known and unknown environment. To attain the task, the following were done system modeling, path replanning and controller design. It’s a known fact that as the memory storage is reduced then its corresponding execution time is also reduced. Thus, in this thesis, a detailed description of MULTI-PATH STORAGE algorithm and A* algorithm for the execution of AGV is given. The proposed algorithm renders an efficient way for vehicle’s navigation which has been proven by obtaining the time of execution which is 85s faster than the decentralized algorithm. And the navigation is also made wireless which is controlled and configured using the Bluetooth. The obstacle detection is made better by using A* algorithm for selecting the alternative path during the scenario of an obstacle on the navigation path.

The simulation obtained using the Arduino and Gazebo simulator tools the output for the proposed algorithm is obtained. And their output is also obtained in its designed hardware module.
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